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ABSTRACT 
The ever-increasing demand for complex software applications has turned the entire ICT resource and energy 
consumption into a significant environmental concern. Several research studies have concentrated on making 
hardware sustainable; however, the environmental aspects of software remain underexplored. This paper 
discusses the contribution of software to Green Computing, with a special emphasis on energy efficiency 
throughout the software development life cycle. The study has pointed out the guiding principles of Sustainable 
Software Engineering: the efficiency of energy and resources, sustainable lifecycle management, and design 
centered on the users. The analysis also reveals that environmental effects, such as carbon footprint and energy 
consumption, call for targeted software component improvements. The study also examines the hurdles in 
implementing green software engineering, such as legacy system challenges, regulatory issues, and economic 
viability. This research integrates insights from climate science, hardware optimization, and software 
engineering to contribute to developing eco-friendly software systems, thus charting future directions for 
sustainability in this field. 
Keywords: Green Computing, Sustainable Software Engineering, Energy Efficiency, Resource Optimization 
 

   
 
 
 
 

RESEARCH ARTICLE 
 
 
 
 
 
 
 
 
 
Corresponding author: 
Enes Bajrami, Ss. Cyril and Methodius University 
enes.bajrami@students.finki.ukim.mk 
 
 
 
 
 
 
 
 
 
 
Article History:  
Received: 21.11.2024 
Revised: 09.04.2025 
Accepted: 09.04.2025 
Published Online: 17.06.2025  

1. Introduction 

The rising demand for increasingly complex software applications has led to a significant negative environmental impact 
from Information and Communication Technology (ICT), primarily due to its escalating consumption of resources and energy 
[1] [2]. Approximately 97% of climate scientists concur that the observed global warming trends over the past century are 
most likely attributable to human activities [3]. The impact of Information and Communication Technology (ICT) on 
sustainable development, particularly software, has become a prominent focus in Green Computing. Sustainable development 
involves utilizing resources to meet human needs while considering the ecological, economic, and societal consequences [4] 
[5]. Although recent efforts in ICT have sought to develop environmentally efficient solutions, it remains uncertain whether 
ICT's energy and resource savings will outweigh its overall resource consumption [6] [7]. A considerable body of research 
on Green ICT has primarily concentrated on environmental sustainability concerning computer hardware. However, 
addressing the energy consumption issues associated with software is crucial for advancing green computing. Software 
features contribute to CO2 emissions just as much as hardware components [8] [9]. Software exerts an indirect environmental 
impact by managing and operating the underlying hardware. Certain software solutions can optimize resource utilization, 
while others are designed to be sustainable enough to reduce the need for additional hardware following updates [10]. 
Unfortunately, a notable lack of models and research focused on software and software development processes exists. 
Recently, significant efforts have been made to develop green software. Some initiatives aim to create sustainable software, 
while others design software development processes that guide stakeholders in producing environmentally friendly software 
products [11]. Additional efforts focus on developing tools that measure the environmental impact of software and the energy 
efficiency of application development environments [12]. There is also an emphasis on enhancing operating systems to better 
manage applications' power consumption [13]. The software dimensions of Green IT have not been extensively explored due 
to its intangible nature and its indirect impact on the environment [14]. However, researchers are increasingly recognizing 
software's direct and indirect environmental impacts. Energy efficiency and sustainability throughout the software life cycle 
are essential, though these factors have traditionally been overlooked in conventional software development processes [15]. 
The main challenges in integrating sustainability into software development include the unclear extent of software's 
contribution to overall hardware energy consumption, the uncertain role of software engineering in promoting sustainability, 
and the lack of a clear conceptual foundation [16]. Artificial intelligence (AI) and machine learning (ML) have gained 
attention for their potential to enhance sustainability efforts, particularly in optimizing energy consumption and improving 
software efficiency [17]. However, the increasing complexity of AI models, including large language models (LLMs), has 
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also raised concerns about their energy consumption and carbon footprint [18]. While AI-powered solutions hold promise 
for green software development, this study focuses on existing software tools used in industrial settings for sustainability. 
Future work could explore how AI-driven optimization techniques contribute to improving energy efficiency in industrial 
applications [19] [20]. 

 

 

Figure 1: Taxonomy of Green ICT 

Figure 1 presents a structured overview of Green ICT practices, categorized into three core domains: Data Center–Related 
Sustainability, Distributed ICT–Related Sustainability, and Other ICT–Related Initiatives. The author developed this 
taxonomy to conceptually organize key sustainability actions across different layers of ICT systems. In the first category, 
Data Center–Related Sustainability includes using clean energy, server power management, virtualization, improved cooling 
mechanisms, and enhanced storage capacity efficiency, all aimed at reducing the environmental impact of large-scale 
computing infrastructures. Distributed Sustainability focuses on client-side practices, such as client virtualization, thin client 
technology, network efficiency optimization, and power management strategies, which contribute to minimizing energy 
consumption at the end-user level. The final category, Other ICT–Related Initiatives, addresses broader organizational 
measures such as cloud computing services, IT asset recycling, managed printing, green procurement, application portfolio 
management, and sustainable application design. These elements provide a comprehensive foundation for understanding how 
sustainability is integrated into ICT environments. 

 
2. Literature Review 

Several studies have been carried out to collect, analyze, and assess the evidence available in Green Software Engineering. 
These investigations focus on identifying effective strategies and approaches that enhance software systems' sustainability, 
underscoring software's critical role in reducing environmental impact. In [21], the author explores the principles and 
practices of green software engineering, emphasizing its environmental impact and identifying best practices in the field. The 
study specifically focuses on energy efficiency, resource optimization, and eco-friendly development methodologies, all 
aimed at reducing the carbon footprint of software engineering. Additionally, the paper addresses the challenges and 
regulatory constraints associated with implementing sustainable practices. The research underscores the importance of a 
collective commitment to energy efficiency and sustainability within the software engineering community. In [22], a 
systematic literature review (SLR) was conducted to map the state-of-the-art in Sustainable Software Engineering (SE), 
focusing on existing models, guidelines, practices, and related proposals. However, this review was limited to 36 works 
published until 2010 and addressed only three research questions. The study explored the most frequently cited guidelines 
and models in Sustainable SE, tracked the evolution of interest in the field, and identified key authors and venues contributing 
to this area of research. In [23], a review study was conducted on green computing, focusing on five key areas: software 
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engineering, cloud computing, mobile computing, data centers, and the educational sector. The study performed a systematic 
literature review for each area, detailing current research trends and limitations. However, it lacked discussion on using 
datasets, their characteristics, testing mechanisms, and their contributions to various perspectives on current technology 
applications within these fields. Since green computing is closely linked with multiple domains, exploring these associations 
is crucial for developing environmentally friendly modern computing systems. In [24], a comprehensive review was 
conducted on energy management techniques to achieve green IoT. The study presents the current challenges in green IoT 
related to energy consumption and examines various approaches utilized by different studies for energy management. It offers 
a thorough overview of recent energy management systems within the IoT ecosystem. It outlines current research trends and 
future perspectives for energy management in the context of green IoT. Reviewing these implementation studies provides 
valuable insights, identifies existing challenges, and suggests potential directions for future research, not only within green 
computing but also across other related fields. In [25], the authors discuss the growing significance of software in the twenty-
first century, emphasizing its indirect impact on hardware energy consumption and carbon emissions. While previous studies 
have predominantly focused on models and tools for measuring power consumption and energy efficiency from a hardware 
perspective, less attention has been given to the role of software development in energy optimization. The study highlights 
that energy consumption can be reduced by implementing green software practices throughout all phases of the development 
lifecycle. However, existing green software process models primarily concentrate on environmental and economic aspects 
without adequately integrating waste management in the development phase. To address this gap, a qualitative study was 
conducted involving interviews with eight informants from Malaysia’s public and private sectors. The study aimed to (i) 
examine the current industry practices in green software processes, (ii) identify waste elements in software development, and 
(iii) determine key green factors influencing the software process. Thematic analysis was conducted using Atlas. ti 8 revealed 
three key themes: best practices in software processes, nine categories of software waste (e.g., building the wrong feature, 
rework, unnecessary complexity, cognitive overload, psychological distress, waiting, knowledge loss, ineffective 
communication, and delays), and six green factors (resources, people, organizational aspects, technical aspects, 
environmental concerns, and technology). The findings indicate that integrating best practices, green methodologies, and 
software technologies at every stage of development is crucial for achieving a sustainable and environmentally friendly 
software process. The study underscores the role of advancing computing technologies in maintaining a continuously updated 
and green software development framework. In [26], the authors explore the emerging research area of sustainability in 
Software Engineering, highlighting that while sustainability has been widely discussed in academia, it remains 
underrepresented in the software industry. The study emphasizes that incorporating sustainability into software design and 
development can provide significant societal benefits, but this requires increased awareness and knowledge among software 
professionals. To address this gap, the research examines sustainability knowledge, its perceived importance, and industry 
support from the perspective of South Asian software professionals. The study investigates key questions such as how 
professional software developers perceive sustainability, how the software industry identifies sustainability requirements, 
and how developers incorporate sustainability parameters during software development. A survey was conducted among 221 
industry practitioners working on software projects in banking, finance, and management applications. The results indicate 
that while 91% of practitioners recognize the importance of sustainability, a substantial knowledge gap exists in its practical 
application. Notably, 48% of professionals misinterpret “Green software” as “sustainable software.” Moreover, the technical 
aspect of sustainability is regarded as the most important factor by 67% of professionals and 77% of companies. A critical 
finding of the study is that 92% of software practitioners cannot identify sustainability requirements for software applications. 
The study contributes by proposing sustainability guidelines for specific software applications and a catalog to assist in 
identifying sustainability requirements. The findings provide an initial perspective on how sustainability is understood and 
addressed within the South Asian software industry. In [27], the authors highlight the critical role of the electronics sector in 
modern industry, emphasizing its contribution to clean technology, dry processes, and efficient design, which align with 
Industry 4.0 and sustainability principles. However, the rapid obsolescence of electronic devices has led to a significant 
increase in electronic waste. To mitigate this issue, the study proposes a novel edge computing structure, the AIFC, which 
operates independently of specific systems and leverages existing computing infrastructures. The AIFC is built on an 
enterprise service bus (ESB) and implemented using decentralized microservices, reducing reliance on conventional cloud 
computing models. The study adopts an action research approach involving collaboration between researchers and industry 
practitioners and tests the proposed structure in six different scenarios. These scenarios simulate small and medium-sized 
enterprise (SME) environments and encompass various stages, including proof of concept, prototyping, minimum viable 
product, scalability, and a roadmap for implementation. The developed microservices facilitate data filtering, processing, 
storage, querying, and sensor data acquisition while maintaining low latency and, in some cases, improving performance 
compared to traditional cloud-based architectures. Furthermore, the findings demonstrate that the approach eliminates the 
need for hardware or communication structure upgrades—key contributors to electronic waste and rapid obsolescence. 
Following the AIFC development process, the study presents a sustainable roadmap supporting Industry 4.0 initiatives and 
SME digital transformation efforts. 
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3. Methodology 
 
3.1 Methodology of Research  
This study employs a mixed-method approach, combining a literature-based analysis with a questionnaire-based survey to 
explore green software engineering practices and their adoption. While this study does not follow a Systematic Literature 
Review (SLR) methodology, a structured approach was applied to ensure a comprehensive and relevant literature search. The 
literature review was conducted by searching for peer-reviewed journal articles, industry reports, and case studies in IEEE 
Xplore, ACM Digital Library, SpringerLink, ScienceDirect, and Google Scholar databases. Search terms included “Green 
Software,” “Sustainable Computing,” “Software Energy Efficiency,” and “Eco-Friendly Software Engineering.” Studies 
were selected based on their relevance to sustainability in software engineering, with priority given to recent publications 
from 2015 to 2024. This review provided the foundation for understanding key themes, methodologies, and trends in the 
field. The survey-based study was designed to complement the findings of the literature by assessing how green software 
practices are adopted in industrial settings. The structured questionnaire included 15 Yes/No questions focusing on energy 
optimization, predictive maintenance, resource management, and sustainability metrics. A pilot test was conducted with five 
factory managers to ensure clarity and relevance. 
 
3.2 Data Collection 
The study incorporates both qualitative and quantitative data sources. Qualitative data was gathered from peer-reviewed 
journals, conference proceedings, and industry reports better to understand green software engineering practices and their 
practical implications. The questionnaire-based survey was conducted to gather quantitative data on green software adoption 
across different industrial sectors. The survey targeted six types of factories in the Polog1 region, including refrigerator, 
railing, door and window, candle, oil, and outdoor tile factories, chosen for their operational diversity. Since I live in the 
Polog region, this location was selected due to its accessibility. It allowed direct communication with factory managers and 
ensured a higher response rate and more reliable data collection. The survey responses were collected from 6 factories using 
stratified random sampling to ensure a balanced representation across industries. Data was collected through in-person 
interviews and online survey forms, ensuring broad participation. Python was used to analyze the responses and to process 
and visualize the data. Figures 3–6 were generated using Python-based tools such as Matplotlib and Seaborn, providing 
graphical insights into green software adoption trends, industry-wise variations, and key challenges in sustainability 
implementation. The combination of literature analysis and survey responses provides a holistic view of sustainability 
practices in software engineering. This mixed-method approach ensures that the study captures theoretical insights and 
practical realities, highlighting the factors influencing the adoption of green practices and offering actionable 
recommendations for future research and policy development. 
 
4. The Principles of Sustainable Software Engineering 

Sustainable Software Engineering is a developing field that blends climate science with software, hardware, energy markets, 
and data center design [28]. It encompasses a fundamental set of skills required to create, develop, and operate software 
applications in an environmentally responsible manner. A primary principle in green software engineering is energy 
efficiency [29]. This principle centers on optimizing software to minimize energy consumption during its operation. 
Electricity usage is decreased by making software more energy-efficient, and hardware longevity is enhanced due to reduced 
strain [30] [31]. Achieving energy efficiency involves employing techniques such as optimizing code, utilizing efficient data 
structures, and implementing algorithms that lower computational demands. Resource efficiency is another crucial principle, 
focusing on efficiently using computing resources like CPU and memory. Resource-efficient software operates effectively 
within the limitations of the hardware it runs on, avoiding unnecessary resource use [32]. This approach reduces the 
environmental impact and reduces companies' operational expenses. Load balancing, virtualization, and efficient resource 
management are key to enhancing resource efficiency [33]. Managing the software lifecycle sustainably is also a key 
principle. This entails considering the environmental impact of software from its design and development phases to 
deployment, maintenance, and eventual decommissioning. Sustainable lifecycle management advocates using renewable 
energy in data centers, adopting energy-efficient hardware, and recycling electronic waste [34]. Moreover, it promotes the 
creation of software that can be easily maintained and updated, prolonging its lifespan and lessening the need for frequent 
replacements. The principle of scalability is significant in ensuring that software can grow to handle more workload without 
a corresponding increase in resource use. Scalable software can efficiently manage more users or data without substantially 
increasing energy use [35]. Cloud computing and distributed systems are often utilized to achieve scalable, sustainable 
software. User-centered design is another important aspect. Software should be designed to focus on essential functionalities, 
ensuring it meets user needs without including superfluous features that might increase energy consumption [36]. By creating 
simple user interfaces and focusing on necessary features, developers can produce energy-efficient and user-friendly 
software, contributing to the software's overall sustainability [37]. Finally, sustainability metrics and reporting are vital for 
green software engineering. Developers and organizations must measure and report on the environmental impacts of their 

 
1 The Polog Statistical Region is one of eight statistical regions of the Republic of North Macedonia. Polog, located in the northwestern part of the country, 
borders Albania and Kosovo. Internally, it borders the Southwestern and Skopje statistical regions.  
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software [38]. Standard metrics like carbon footprint and energy usage help organizations assess and improve their software’s 
sustainability. Regular reporting and transparency in these practices can bolster a company’s reputation and commitment to 
sustainability [39]. 

 
Figure 2: Green Software Engineering Principles  

Figure 2 illustrates a visual summary of the fundamental principles of sustainable software engineering inspired by the work 
of Sivkumar Mishra and Namita Dehury [40] and redrawn by the author to align with the focus of this study. The diagram 
presents eight essential principles that guide the development of environmentally responsible software systems. These include 
energy efficiency, which involves reducing power consumption during software execution; low carbon footprint, which refers 
to minimizing greenhouse gas emissions linked to computing infrastructure; and minimal resource usage, which focuses on 
optimizing the consumption of processing power, memory, and storage. Code efficiency highlights the importance of writing 
optimized and maintainable software. Virtualization promotes scalability and resource sharing while reducing dependency 
on physical hardware. Server consolidation aims to streamline workloads onto fewer servers to enhance resource utilization. 
Green data centers support the transition to sustainable infrastructure through energy-efficient systems and clean power. 
Finally, renewable energy promotes the shift toward powering software systems using sustainable energy sources. These 
principles represent a comprehensive foundation for integrating sustainability into software engineering practices. 

5. Evaluation of Environmental Effects 

Environmental Impact Assessment (EIA) evaluates the potential effects of a project or policy on the environment. It aims to 
identify, predict, and mitigate adverse impacts, ensuring informed decision-making and promoting sustainable development 
by integrating environmental considerations into planning processes [41]. 

5.1 Measuring Carbon Footprints 

This involves assessing the total carbon emissions produced during the Software Development Life Cycle [21]. Doing so 
helps evaluate the software's environmental impact and identify strategies to mitigate carbon footprints. Carbon footprints 
are typically quantified in CO2 equivalents, determined by energy usage, hardware, data centers, and user behaviors [42]. 

5.2 Analyzing Energy Consumption in Software Systems 

This is the most crucial phase of the software development life cycle. Detailed observation and monitoring are conducted to 
reveal energy usage patterns and traits [21]. This process identifies which software components and processes consume the 
most energy, highlighting areas for optimization. Developers can then focus on creating more efficient algorithms, promoting 
environmentally friendly software development [43]. 
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5.3 Identifying Hotspots for Improvement 

The next step involves pinpointing the most energy-consuming components. After identifying these, we can focus on hotspots 
where environmental improvements will have the greatest impact. Hotspots vary depending on power consumption and the 
database resources they use. Once identified, developers can more effectively target these areas for improvement [21]. 

6. Methods and Utilities 

The Methods and Utilities chapter delves into the foundational resources and strategies for sustainable software development. 
It begins with an overview of the key concepts and examines energy-efficient programming languages and frameworks. The 
chapter also explores sustainability-focused software development methodologies, comprehensively understanding the tools 
and techniques supporting eco-friendly software engineering practices. 

6.1 Overview 

Green software engineering tools are designed to assist developers in creating more energy-efficient and environmentally 
friendly software. These tools are specifically developed to measure, analyze, and optimize the environmental impacts of 
software. They enable efficient use of resources and come in various forms, including energy profiling tools, sustainability 
assessment platforms, resource optimization software, and green code analyzers [44]. A notable example is Google’s 
commitment to sustainable software development, where they utilize machine learning for optimizing data center cooling 
and resources, leading to significant energy savings and reduced greenhouse gas emissions. Similarly, Meta’s Open Compute 
Project (OCP) has achieved considerable energy efficiency and lowered its carbon footprint in data center operations [45]. 

6.2 Energy-Efficient Programming Languages and Framework 

These frameworks are created to reduce energy and resource consumption, aiding developers in producing software that 
requires less energy [21]. Key features of energy-efficient languages include optimized use of resources, minimal runtime 
overhead, avoidance of unnecessary computations, efficient memory management, and simplified algorithmic complexity 
[46]. 

6.3 Sustainability-Focused Software Development Methodologies 

A security-focused software development approach integrates environmental and optimization considerations, ensuring that 
software meets both functional requirements and environmental standards [21]. It encompasses the entire software lifecycle 
and emphasizes eco-design to reduce waste and energy use. Microsoft and Salesforce exemplify this methodology, with both 
companies achieving significant energy savings and reduced carbon emissions by prioritizing renewable energy, efficient 
coding, and sustainable data center practices [47]. 

7. Barriers and Challenges 

7.1 Challenges in Implementing Green Software Engineering 

The primary challenge in adopting green software engineering lies in the reliance on legacy systems, which are often difficult 
to adapt to eco-friendly practices. Additionally, successful implementation requires significant awareness and training within 
organizations [21]. 

7.2 Regulatory and Policy Challenges 

Environmental regulations vary by region and impact software development by addressing issues like energy consumption, 
e-waste management, and emissions. Compliance with these regulations is essential for green software engineering [48]. This 
includes adhering to standards for energy efficiency, participating in eco-labeling programs, and aligning with sustainability 
initiatives. Furthermore, regulations may mandate using renewable energy and proper e-waste disposal, influencing how 
organizations manage data centers and infrastructure. Compliance costs must be considered, as well as potential tax incentives 
for adopting sustainable practices [49]. 

7.3 Economic Factors and Cost Efficiency 

Economic viability is crucial for green software engineering practices. Organizations must evaluate the total cost of 
ownership, including development, operational expenses, and potential savings from energy efficiency. Optimizing resource 
utilization can reduce costs, and while compliance with environmental regulations may incur costs, non-compliance can result 
in fines. Transitioning to renewable energy may require upfront investment but can offer long-term savings [50]. Evaluating 
the return on investment (ROI) involves balancing these costs with benefits such as energy savings and enhanced brand 
reputation. Economic assessments should also factor in risks like fluctuating energy prices and the positive impact of 
sustainability on employee productivity. Achieving both sustainability and cost-effectiveness is essential for the long-term 
success of green software engineering initiatives [21] [51].  
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8. Questionnaire-Based Assessment of Sustainability Practices 

The following section presents the findings of a comprehensive questionnaire distributed to six distinct types of factories in 
the Polog region. The survey aimed to evaluate the adoption of green software engineering practices and sustainability-
focused solutions within these factories. Spanning 15 critical questions, the questionnaire explored various dimensions of 
sustainable software usage, such as energy optimization, predictive maintenance, resource management, and lifecycle 
analysis. The responses were analyzed and visualized using multiple charts to provide clear insights into adoption trends, 
factory-specific patterns, and overall engagement with sustainability practices. These visualizations highlight the strengths 
and gaps in the current implementation of green technologies, serving as a basis for further discussions and recommendations. 
This section includes four charts that collectively summarize the results, offering a mix of aggregated and detailed 
perspectives on the data. Each chart sheds light on a specific survey aspect, enabling a deeper understanding of how factories 
integrate (or fail to integrate) sustainable software practices in their operations. Figures 3, 4, 5, and 6 were independently 
developed by the author based on the quantitative analysis conducted in this study and serve as original visual representations 
of the survey findings. 

 

 
Figure 3: Total Positive Responses Across Questions 

This chart visually represents the total number of positive responses received for each question across all factories. The 
questions are displayed along the y-axis, while the x-axis quantifies the number of positive responses. The chart highlights 
which areas of green software engineering practices (e.g., energy optimization or CO2 monitoring) are most commonly 
adopted by the factories overall. 
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Figure 4: Positive Responses by Factory 

This chart breaks down positive responses for each question by factory type. Each bar is segmented into colored sections, 
where each section represents the contribution of a specific factory type (e.g., Refrigerator Factory, Railing Factory). The 
chart allows a comparison of how different factory types adopt green software practices across various aspects of 
sustainability. 

 
Figure 5: Overall Response Breakdown Across All Factories 

This consolidated pie chart combines all responses across all factories and questions into positive and negative categories. 
The proportions of the two sections reveal the overall state of adoption of sustainability. Positive responses (green) reflect 
areas where factories have implemented green software engineering practices, while negative responses (red) indicate a lack 
of adoption. 
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Figure 6: Responses Across Factories and Questions 

This chart visualizes the response dataset in a heatmap format, where each cell represents a factory's response to a specific 
question. Darker shades represent negative responses (0), while lighter shades represent positive responses (1). Rows 
correspond to factory types, and columns correspond to questions, allowing readers to identify patterns or trends in the data 
at a glance. 

9. Discussion 
The study's findings demonstrate substantial deficiencies in implementing green software engineering methods among the 
examined manufacturers, indicating a widespread absence of sophisticated sustainability initiatives. Although fundamental 
techniques like predictive maintenance and resource management exhibited somewhat greater adoption rates, sophisticated 
technology such as CO2 monitoring, energy-efficient upgrades, and green algorithms were predominantly overlooked. 
Refrigerator, Door, and Window manufacturers showed somewhat superior engagement with specific green practices, 
possibly attributable to greater operational complexity and the necessity for efficiency. In contrast, Candle and Railing 
companies persistently fell behind in adopting sustainable software solutions. The findings highlight significant obstacles 
hindering advancement, such as insufficient awareness and training regarding green technologies, economic limitations that 
deter smaller factories from investing in these practices, and ineffective regulatory frameworks that do not enforce 
sustainability standards. These issues underscore the necessity for specific initiatives, including government subsidies, 
accessible training programs, and the creation of affordable, user-friendly solutions designed for small and medium 
enterprises (SMEs). The results underscore the necessity of cooperative initiatives among policymakers, industry 
stakeholders, and software developers to address existing deficiencies and facilitate the extensive implementation of 
sustainable software practices. The region may progress towards a more environmentally sustainable industrial framework 
by overcoming these obstacles while improving operational efficiency and cost-effectiveness. A significant finding from the 
survey indicates that factories employ various bespoke Enterprise Resource Planning (ERP) systems to facilitate their 
sustainability initiatives; however, these software solutions are tailored to individual factories, created either internally or by 
third-party vendors, and frequently do not possess a commercial designation. Although tailored to specific needs, these ERP-
based systems possess shared features, including resource planning, inventory management, and production optimization, 
and display analogous user interfaces (UI) across many factories. These ERP solutions function as the principal digital 
framework for operational management, yet they are constrained in their ability to incorporate sophisticated green software 
functionalities. Moreover, companies utilize predictive maintenance technologies to enhance machinery performance and 
minimize energy waste, alongside monitoring systems to assess electricity consumption and carbon footprint. Nevertheless, 
none of the presently utilized software solutions are driven by artificial intelligence. Numerous industry participants indicated 
a desire to implement AI-based solutions imminently, especially for optimizing energy efficiency and automating 
sustainability reporting. This indicates that although custom ERP-based sustainability software is prevalent, there is an 
increasing push toward AI-driven optimization solutions to improve sustainable operations further. The findings suggest that 
current sustainability software utilization is operational yet stagnant, as most manufacturers employ rudimentary ERP and 
monitoring systems devoid of AI-driven analytics or automation capabilities. In light of the growing emphasis on energy 
efficiency and legal changes favoring environmentally sustainable industrial practices, implementing AI-enhanced 
sustainability software could represent a pivotal advancement for these sectors. Future research and development should 
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incorporate AI-driven optimization features into current ERP systems, facilitating the automation of sustainability reporting, 
improving energy efficiency, and optimizing resource utilization at a more sophisticated level. 
 
10. Conclusion and Future Work 

10.1 Conclusion 

This study underscores the critical importance of incorporating sustainability into software engineering practices, highlighting 
that software’s environmental impact can be as significant as that of hardware. This research provides a comprehensive 
understanding of green software engineering principles, adoption trends, and barriers by analyzing literature and real-world 
survey data. The findings reveal that while some basic green practices, such as predictive maintenance and energy 
optimization, show moderate adoption, advanced sustainability practices, including CO2 monitoring and green algorithms, 
remain largely neglected across industries. The questionnaire data provided insights into specific factory types, demonstrating 
variations in green software adoption. For example, Refrigerator and Door and Window factories displayed higher adoption 
rates than Candle and Railing factories, which lagged significantly. These results emphasize industries' critical challenges, 
including economic constraints, lack of awareness, and insufficient regulatory enforcement. Achieving sustainability in 
software engineering requires technical innovation and collaborative efforts from policymakers, industry stakeholders, and 
the software community to prioritize eco-friendly practices and develop actionable frameworks. This research highlights the 
need for a multi-faceted approach that includes education, accessible technologies, and supportive policies to drive the 
adoption of green practices across industries. 

10.2 Future Work 

Building on the insights gained from this study, future research should aim to bridge the gaps identified in the literature and 
the survey data. The next research phase will focus on developing specific research questions (RQs) that address the 
challenges and opportunities associated with sustainable software engineering. A systematic literature review will explore 
innovative methodologies and emerging technologies that enhance the sustainability of software systems. In particular, future 
studies should investigate the role of artificial intelligence (AI) and machine learning (ML) in optimizing energy and resource 
efficiency. These technologies hold immense potential for automating energy management, predicting resource consumption 
patterns, and improving the environmental impact of software systems. Additionally, longitudinal studies across diverse 
industry sectors could provide deeper insights into the evolving adoption of green software practices. Exploring the 
integration of green engineering standards into software development lifecycles and assessing the effectiveness of 
government incentives could further enhance our understanding of how to overcome barriers to adoption. Finally, creating 
open-source sustainability tools and frameworks tailored for small and medium enterprises (SMEs) could empower more 
organizations to adopt environmentally responsible software development practices, ensuring scalability and long-term 
impact. 
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